Bike Rental Prediction
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**Chapter 1**

**Introduction**

**1.1 Problem Statement**

In this project , we are going to forecast the bike rental count daily based on the environmental and seasonal settings.

**1.2 Data**

We are going to predict the bike renta count using the following data . This data will be divided into trainand test later when we are on the verge of developing a model.

**Train Data**

|  | **season** | **yr** | **mnth** | **holiday** | **weekday** | **workingday** | **weathersit** | **temp** | **atemp** | **hum** | **windspeed** | **casual** | **registered** | **cnt** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **count** | 731.000000 | 731.000000 | 731.000000 | 731.000000 | 731.000000 | 731.000000 | 731.000000 | 731.000000 | 731.000000 | 731.000000 | 731.000000 | 731.000000 | 731.000000 | 731.000000 |
| **mean** | 2.496580 | 0.500684 | 6.519836 | 0.028728 | 2.997264 | 0.683995 | 1.395349 | 0.495385 | 0.474354 | 0.627894 | 0.190486 | 848.176471 | 3656.172367 | 4504.348837 |
| **std** | 1.110807 | 0.500342 | 3.451913 | 0.167155 | 2.004787 | 0.465233 | 0.544894 | 0.183051 | 0.162961 | 0.142429 | 0.077498 | 686.622488 | 1560.256377 | 1937.211452 |
| **min** | 1.000000 | 0.000000 | 1.000000 | 0.000000 | 0.000000 | 0.000000 | 1.000000 | 0.059130 | 0.079070 | 0.000000 | 0.022392 | 2.000000 | 20.000000 | 22.000000 |
| **25%** | 2.000000 | 0.000000 | 4.000000 | 0.000000 | 1.000000 | 0.000000 | 1.000000 | 0.337083 | 0.337842 | 0.520000 | 0.134950 | 315.500000 | 2497.000000 | 3152.000000 |
| **50%** | 3.000000 | 1.000000 | 7.000000 | 0.000000 | 3.000000 | 1.000000 | 1.000000 | 0.498333 | 0.486733 | 0.626667 | 0.180975 | 713.000000 | 3662.000000 | 4548.000000 |
| **75%** | 3.000000 | 1.000000 | 10.000000 | 0.000000 | 5.000000 | 1.000000 | 2.000000 | 0.655417 | 0.608602 | 0.730209 | 0.233214 | 1096.000000 | 4776.500000 | 5956.000000 |
| **max** | 4.000000 | 1.000000 | 12.000000 | 1.000000 | 6.000000 | 1.000000 | 3.000000 | 0.861667 | 0.840896 | 0.972500 | 0.507463 | 3410.000000 | 6946.000000 | 8714.000000 |

**Chapter 2 :**

**2.1 Pre processing:**

Any predictive modeling requires that we look at the data before we start modeling. However, in data mining terms *looking at data* refers to so much more than just looking. Looking at data refers to exploring the data, cleaning the data as well as visualizing the data through graphs and plots. This is often called as **Exploratory Data Analysis**.

1. We check for null values in the data

In the above data theer were no missing values found.

1. Do the outlier analysis for numerical data .

In the above date we found that , hum has a negative outlier and windspeed has a possitive outlier . We did the analysis using the box plot and we have set the quartile for the outlier t be removed from the data.

**Outlier for hum**
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**Outlier for windspeed:**
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**Feature Engineering:**

**After converting the data into the required datatype, we check the collinearity of the data using a correlation matrix.**
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**From the above matrix , we know that atemp ishighly correlated . Hence we ignore this variable .**

**We also ignore , eekday and holiday as they don’t contribute much on the data,**

**Removing casual and registered which is our target variable.**

**Checking the distribution of target variable**

**![C:\Users\AnushaSanthosh\AppData\Local\Microsoft\Windows\INetCache\Content.MSO\5D55E329.tmp](data:image/png;base64,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)**

**Checking the bike rentals monthly sales and season sales.**
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**2.2.1> Model Selection:**

As this is a prediction problem as the output is to predict the bike rental count based on weather and season .We will be using Linear regression model and test the mapr and accuracy of the model.

In this since we don’t have a separate test dat a, we split the data into train and test using a simple rule that 80% of the data wil be in training and 20% will be the test data.

We are using Linear regression , DT and Randon forest in python and DT and Random forest in R.

Result of Linear regression ( python) : Accuracy: 81.26 % , RMSE: 907.79

Result of Decision Tree (python) : Accuracy: 81.06 % , RMSE: 1016.24

Result of RF (python) : Accuracy: 85.87 %. RMSE: 666.99

As we see that RF has performed well that the other models , we will go with RF however, we can still reduce the RMSE by adding up more parameters for analysis .

Result of DT ( R):

**Appendix A**

# Loading Libraries

import numpy as np

import pandas as pd

import seaborn as sns

import matplotlib.pyplot as plt

import warnings

warnings.filterwarnings('ignore')

import datetime

from random import randrange, uniform

from sklearn import tree

from sklearn.metrics import accuracy\_score

from sklearn.cross\_validation import train\_test\_split

from sklearn.linear\_model import LinearRegression

from sklearn import linear\_model

from sklearn.metrics import mean\_squared\_error, r2\_score

from math import sqrt

from sklearn.tree import DecisionTreeRegressor

from sklearn.ensemble import RandomForestRegressor

bike\_rental\_data=pd.read\_csv("C:/Users/AnushaSanthosh/Desktop/day.csv",index\_col = 0)

**#understanding of data**

bike\_rental\_data.shape

#It contains (731, 16)

bike\_rental\_data.describe()

**#df\_day.info()**

**#data consist of Integers , Float and Object(categorical) variables**

**#Calculating the null values in the dataframe**

missing\_value = pd.DataFrame(bike\_rental\_data.isnull().sum())

missing\_value = (missing\_value/len(bike\_rental\_data))\*100

missing\_value.reset\_index()

missing\_value = missing\_value.rename(columns = {'index': 'Variables', 0: 'Missing\_percentage'})

**#Arranging Missing Values in Decreasing Order**

missing\_value = missing\_value.sort\_values('Missing\_percentage', ascending = False)

**#save output results**

missing\_value.to\_csv("Missing\_perc.csv", index = False)

missing\_value

**##There is no missing value in the dataframe**

**# outlier for hum**

sns.set(style="whitegrid")

sns.boxplot(x=bike\_rental\_data["hum"])

**# outlier for windspeed**

sns.set(style="whitegrid")

sns.boxplot(x=bike\_rental\_data["windspeed"])

**# saving numerical and categorical variables**

cnames = ["dteday","yr","season","mnth","workingday","weekday","weathersit","temp","atemp","hum","windspeed"]

pnames = ["temp","hum","windspeed"]

**#Detect & Delete Outliers**

for i in pnames :

print (i)

q75,q25 = np.percentile(bike\_rental\_data.loc[:,i],[75,25])

iqr = q75-q25

min = q25 - (iqr\*1.5)

max = q75 + (iqr\*1.5)

print (min)

print (max)

bike\_rental\_data = bike\_rental\_data.drop(bike\_rental\_data[bike\_rental\_data.loc[:,i] < min].index)

bike\_rental\_data = bike\_rental\_data.drop(bike\_rental\_data[bike\_rental\_data.loc[:,i] > max].index)

**#Converting respective variables to required data format**

bike\_rental\_data['dteday'] = pd.to\_datetime(bike\_rental\_data['dteday'],yearfirst=True)

bike\_rental\_data['season'] = bike\_rental\_data['season'].astype('category')

bike\_rental\_data['yr'] = bike\_rental\_data['yr'].astype('category')

bike\_rental\_data['mnth'] = bike\_rental\_data['mnth'].astype('category')

bike\_rental\_data['holiday'] = bike\_rental\_data['holiday'].astype('category')

bike\_rental\_data['weekday'] = bike\_rental\_data['weekday'].astype('category')

bike\_rental\_data['workingday'] = bike\_rental\_data['workingday'].astype('category')

bike\_rental\_data['weathersit'] = bike\_rental\_data['weathersit'].astype('category')

bike\_rental\_data['temp'] = bike\_rental\_data['temp'].astype('float')

bike\_rental\_data['atemp'] = bike\_rental\_data['atemp'].astype('float')

bike\_rental\_data['hum'] = bike\_rental\_data['hum'].astype('float')

bike\_rental\_data['windspeed'] = bike\_rental\_data['windspeed'].astype('float')

bike\_rental\_data['casual'] = bike\_rental\_data['casual'].astype('float')

bike\_rental\_data['registered'] = bike\_rental\_data['registered'].astype('float')

bike\_rental\_data['cnt'] = bike\_rental\_data['cnt'].astype('float')

**##Feature selection o the basis of various features like correlation, multicollinearity.**

**#Correlation Plot**

df\_corr = bike\_rental\_data.loc[:,cnames]

#Set the width and hieght of the plot

f, ax = plt.subplots(figsize=(7, 5))

**#Generate correlation matrix**

corr = df\_corr.corr()

**#Plot using seaborn library**

sns.heatmap(corr, mask=np.zeros\_like(corr, dtype=np.bool), cmap=sns.diverging\_palette(220, 10, as\_cmap=True),

square=True, ax=ax)

**#Chi Square Test of Independence**

**#Saving Categorical Numbers**

cat\_names = ["season","yr","mnth","holiday","weekday","workingday","weathersit"]

from scipy.stats import chi2\_contingency

for i in cat\_names:

print(i)

chi2, p, dof, ex = chi2\_contingency(pd.crosstab(bike\_rental\_data['cnt'], bike\_rental\_data[i]))

print(dof)#Removing variables atemp beacuse it is highly correlated with temp,

**#Removing weekday,holiday because they don;t contribute much to the independent cariable**

**#Removing Causal and registered becuase that's what we need to predict.**

bike\_rental\_data = bike\_rental\_data.drop(['atemp','holiday','workingday','casual','registered'] ,axis=1)

**#Distribution of cnt**

**#%matplotlib inline**

num\_bins = 11

plt.hist(bike\_rental\_data['cnt'], num\_bins, normed=1, facecolor='red', alpha=0.5)

plt.show()

**#Bike Rentals Monthly**

sales\_by\_month = bike\_rental\_data.groupby('mnth').size()

print(sales\_by\_month)

**#Plotting the Graph**

plot\_by\_month = sales\_by\_month.plot(title='Monthly Sales',xticks=(1,2,3,4,5,6,7,8,9,10,11,12))

plot\_by\_month.set\_xlabel('Months')

plot\_by\_month.set\_ylabel('Total Bikes Rented')

**#Sales by Season**

sales\_by\_weekday = bike\_rental\_data.groupby('season').size()

plot\_by\_day = sales\_by\_weekday.plot(title='Season Sales',xticks=(range(1,4)),rot=55)

plot\_by\_day.set\_xlabel('season')

plot\_by\_day.set\_ylabel('Total BIkes Rented')

**# Model Building**

#Divide data into train and test

X = bike\_rental\_data.values[:,1:9]

Y = bike\_rental\_data.values[:,9]

X\_train,y\_train,X\_test,y\_test = train\_test\_split( X, Y, test\_size = 0.2)

lr\_model = linear\_model.LinearRegression()

lr\_model.fit(X\_train, X\_test)

y\_pred = lr\_model.predict(y\_train)

errors=abs(y\_pred-y\_test)

errors=abs(y\_pred-y\_test)

**# Calculate mean absolute percentage error (MAPE)**

mape = 100 \* (errors / y\_test)

**# Calculate and display accuracy**

accuracy = 100 - np.mean(mape)

print('Accuracy:', round(accuracy, 2), '%.')

print('RMSE: %.2f' % sqrt(mean\_squared\_error(y\_test, y\_pred)))

tree = DecisionTreeRegressor().fit(X\_train,X\_test)

prediction=tree.predict(y\_train)

errors=abs(prediction-y\_test)

**# Calculate mean absolute percentage error (MAPE)**

mape = 100 \* (errors / y\_test)

**# Calculate and display accuracy**

accuracy = 100 - np.mean(mape)

print('Accuracy:', round(accuracy, 2), '%.')

print('RMSE: %.2f' % sqrt(mean\_squared\_error(y\_test, prediction)))

**#RF\_model = RandomForestRegressor(n\_estimators = 100).fit(X\_train, y\_train)**

RF\_model = RandomForestRegressor(n\_estimators = 1000, random\_state = 1337)

**# Train the model on training data**

RF\_model.fit(X\_train, X\_test);

**# Use the forest's predict method on the test data**

predictions = RF\_model.predict(y\_train)

**# Calculate the absolute errors**

errors = abs(predictions - y\_test)

**# Calculate mean absolute percentage error (MAPE)**

mape = 100 \* (errors / y\_test)

**# Calculate and display accuracy**

accuracy = 100 - np.mean(mape)

print('Accuracy:', round(accuracy, 2), '%.')

print('RMSE: %.2f' % sqrt(mean\_squared\_error(y\_test, predictions)))

result = RF\_model.predict(y\_train)

**Appendix B:**

**Code in R :**

rm(list=ls(all=T)) **# clearing the R environment**

x = c("ggplot2", "corrgram", "DMwR", "caret", "randomForest", "unbalanced", "C50", "dummies", "e1071", "Information",

"MASS", "rpart", "gbm", "ROSE", 'sampling', 'DataCombine', 'inTrees','fastDummies') **# loading the required libraries**

install.packages("fastDummies" , repos="http://cran.rstudio.com/")

install.packages("corrgram" , repos="http://cran.rstudio.com/")

install.packages("inTrees" ,repos="http://cran.rstudio.com/")

install.packages("DataCombine",repos="http://cran.rstudio.com/")

install.packages("sampling",repos="http://cran.rstudio.com/")

install.packages("Information",repos="http://cran.rstudio.com/")

install.packages("dummies",repos="http://cran.rstudio.com/")

install.packages("C50",repos="http://cran.rstudio.com/")

install.packages("unbalanced",repos="http://cran.rstudio.com/")

install.packages("randomForest",repos="http://cran.rstudio.com/")

install.packages("corrgram" , repos="http://cran.rstudio.com/")

install.packages("ggplot2",repos="http://cran.rstudio.com/")

install.packages("DMwR",repos="http://cran.rstudio.com/")

install.packages("caret",repos="http://cran.rstudio.com/")

install.packages("dummies",repos="http://cran.rstudio.com/")

install.packages("inTrees",repos="http://cran.rstudio.com/")

install.packages("sampling",repos="http://cran.rstudio.com/")

install.packages("rpart" ,repos="http://cran.rstudio.com/")

install.packages("MASS",repos="http://cran.rstudio.com/")

rm(x)

**# loading dataset**

bike = read.csv("C:/Users/AnushaSanthosh/Desktop/day.csv", header = T, na.strings = c(" ", "", "NA"))

bike\_train=bike

**# plotting histogram of variables.**

bike\_train$season=as.numeric(bike\_train$season)

bike\_train$mnth=as.numeric(bike\_train$mnth)

bike\_train$yr=as.numeric(bike\_train$yr)

bike\_train$holiday=as.numeric(bike\_train$holiday)

bike\_train$weekday=as.numeric(bike\_train$weekday)

bike\_train$workingday=as.numeric(bike\_train$workingday)

bike\_train$weathersit=as.numeric(bike\_train$weathersit)

bike\_train$windspeed=as.numeric(bike\_train$windspeed)

par(mfrow=c(4,2))

par(mar = rep(2, 4))

hist(bike\_train$season)

hist(bike\_train$weather)

hist(bike\_train$holiday)

hist(bike\_train$workingday)

hist(bike\_train$temp)

hist(bike\_train$atemp)

hist(bike\_train$windspeed)

**# converting the variables into required data types**

bike\_train$season=as.numeric(bike\_train$season)

bike\_train$mnth=as.numeric(bike\_train$mnth)

bike\_train$yr=as.factor(bike\_train$yr)

bike\_train$holiday=as.factor(bike\_train$holiday)

bike\_train$weekday=as.factor(bike\_train$weekday)

bike\_train$workingday=as.factor(bike\_train$workingday)

bike\_train$weathersit=as.factor(bike\_train$weathersit)

bike\_train$windspeed=as.factor(bike\_train$windspeed)

bike\_train=subset(bike\_train,select = -c(instant,casual,registered))

d1=unique(bike\_train$dteday)

df=data.frame(d1)

bike\_train$dteday=as.Date(df$d1,format="%Y-%m-%d") # extracting date

df$d1=as.Date(df$d1,format="%Y-%m-%d")

bike\_train$dteday=format(as.Date(df$d1,format="%Y-%m-%d"), "%d")

bike\_train$dteday=as.factor(bike\_train$dteday)

str(bike\_train)

missing\_val = data.frame(apply(bike\_train,2,function(x){sum(is.na(x))})) # checking for missing values

numeric\_index = sapply(bike\_train,is.numeric) #selecting only numeric

numeric\_data = bike\_train[,numeric\_index]

cnames = colnames(numeric\_data)

**# checking for outliers using boxplot**

for (i in 1:length(cnames))

{

assign(paste0("gn",i), ggplot(aes\_string(y = (cnames[i]), x = "cnt"), data = subset(bike\_train))+

stat\_boxplot(geom = "errorbar", width = 0.5) +

geom\_boxplot(outlier.colour="red", fill = "blue" ,outlier.shape=18,

outlier.size=1, notch=FALSE) +

theme(legend.position="bottom")+

labs(y=cnames[i],x="cnt")+

ggtitle(paste("Box plot of count for",cnames[i])))

}

gridExtra::grid.arrange(gn1,gn2,ncol=3)

gridExtra::grid.arrange(gn3,gn4,ncol=2)

**# plotting correlation plot to check for multicollinearity**

corrgram(bike\_train[,numeric\_index], order = F,

upper.panel=panel.pie, text.panel=panel.txt, main = "Correlation Plot")

bike\_train = subset(bike\_train,select = -c(atemp))

rmExcept("bike\_train")

**# model selection**

**# splitting the data into traina nd test**

train\_index = sample(1:nrow(bike\_train), 0.8 \* nrow(bike\_train))

train = bike\_train[train\_index,]

test = bike\_train[-train\_index,]

train

fit = rpart(cnt ~ ., data = train)

**# using the DT model**

predictions\_DT = predict(fit, test[,-12])

**#cnames= c("dteday","season","mnth","weekday","weathersit")**

which(sapply(train, function(y) nlevels(y) > 53))

str(train)

train$windspeed<-as.numeric(train$windspeed)

test$windspeed<-as.numeric(test$windspeed)

str(train)

**# using the RF model**

RF\_model = randomForest(cnt ~ ., train, importance = TRUE, ntree = 200)

predictions\_RF = predict(RF\_model, test[,-12])

plot(RF\_model)

str(train)

**# checking the accuracy of the models**

MAPE = function(y, yhat){

mean(abs((y - yhat)/y))\*100

}

MAPE(test[,12], predictions\_DT)

MAPE(test[,12], predictions\_RF)

results <- data.frame(test, pred\_cnt = predictions\_RF)

**# submitting the most accurate model**

write.csv(results, file = 'RF output R .csv', row.names = FALSE, quote=FALSE)